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Abstract. ACE is a permutation based authenticated encryption (AE) and hash algorithm which provides 128-bit security for AE and hash with a single hardware circuit. In this note, we report updates on ACE since its selection as a round 2 candidate of the NIST lightweight cryptography standardization competition \cite{3}. This report includes: new third party cryptanalysis and implementation results, applications of ACE in IEEE 802.11X and CoAP handshake protocols for Internet of Things, and comparisons with current NIST standards. We do not plan any future tweaks for ACE.

1 Security Analysis

Our round 2 submission document \cite{1} already includes an in-depth security analysis of ACE permutation and its AE and hash modes. In a nutshell, the AE algorithm ACE-\texttt{AE}-128 with 16 steps of ACE permutation offers 128-bit security in a nonce-respecting scenario while the hash algorithm ACE-\texttt{H}-256 with 256-bit message digest also provides 128-bit security \cite[Table 3.1]{1}. At the time of writing this report, we are not aware of any third party attacks on ACE. However, there are some recent results where the round-reduced ACE permutation and side channel security of ACE-\texttt{AE}-128 have been investigated. We briefly describe them below.

Impossible differential distinguishers on round-reduced ACE. Liu et al. \cite{7} have analyzed the security of ACE permutation against impossible differential distinguishers using the characteristic matrix method\cite{11}. They showed that there are no impossible differential distinguishers for more than 9 steps of ACE. Further, they were able to find only 8 steps impossible differentials. The two 8-step impossible differentials are $(0,0,0,0) \not\rightarrow (β,0,0,0,0)$ and $(0,α,0,0,0) \not\rightarrow (β,0,0,0,0)$ where $α$ and $β$ are 64-bit words. Note that the total number of steps of ACE permutation is 16. Thus, the security margin, i.e., $1 – \frac{\text{# attacked rounds}}{\text{# total rounds}}$ of ACE against impossible differentials is at least 50%.

Leakage resistance of ACE-\texttt{AE}-128. In a recent work, Bellizia et al. \cite{5} have analyzed the leakage resistance of NIST LWC round 2 candidates by classifying them into modes and primitives. ACE has been shown to be CIML2 and CCAML1 secure. Adopting the \cite[Def. 1 & 2]{5}, CIML2 refers to the “ciphertext integrity with misuse-resistance (i.e., no constraint on nonces) and leakage in encryption and decryption”, while CCAML1 means “chosen ciphertext security with nonce misuse-resilience (i.e., fresh challenge nonce) and leakage in encryption only”. For the proof details, the reader is referred to \cite{5}.

In summary, the existing results on ACE do not affect our security claims.

2 New Implementation Results

2.1 Software Performance

Masked implementation by Belaïd et al. \cite{4}. Belaïd et al. have introduced a new framework called Tornado which automatically generates the masked bitsliced implementation of a primitive which is
Software is analyzed to outperform both 3.2 and 27.9 provably-secure applications. ACE is designed to keep hardware efficiency in mind, it ranks eighth in performance for masked bitsliced implementations [4, Table 6].

Software implementation and benchmarking by Weatherley [12]. ACE is included in Rhy’s Weatherley software benchmarking framework where the performance of round 2 candidates is evaluated on 8-bit and 32-bit microcontrollers. For the details on the performance, the reader is referred to [12].

2.2 Hardware Performance

A comprehensive analysis of parallel implementations of ACE was presented in [2], and we included the implementation results for four ASIC technologies in [1]. For example, unparallelized ACE has the area of 4250 GE and reaches a throughput of 360 Mbps using ST Micro 65 nm library. Throughput of 984 Mbps was achieved with the 8× parallel implementation, with area 7240 GE. In [2], we also presented energy per bit, measured as the average value while performing cryptographic operations over 8192 bits of data at 10 MHz, which for unparallelized ACE ST Micro 65 nm implementation yields 27.9 nJ. Further, in [1], we have included implementation results for Xilinx Spartan-3 and Spartan-6, and for Intel/Altera Stratix IV. An LWC API compliant [8] implementation for ACE will be available shortly.

3 Features

3.1 Applications and Use-cases

ACE is primarily a hardware-oriented lightweight authenticated encryption and hash algorithm which is designed to achieve low area, power and energy, and as such, it mainly targets RFID and sensor network applications. For instance, the combined unparallelized hardware circuit (including both AE and hash functionality) of ACE has the area of 4250 GE and reaches a throughput of 360 Mbps in ST Micro 65 nm library.

As a concrete application, we have investigated ACE to implement the key derivation function (KDF) and generate the message integrity check (MIC) in IEEE 802.11X [6] and CoAP [14] handshake mutual authentication and key establishment protocols for IoT applications [13]. Given that the majority of IoT devices are quipped with microcontrollers, we provide performance evaluation of ACE for KDF and MIC functionalities and handshaking and data protection protocols on microcontrollers. Our experimental results show that ACE take about 3,089 and 2,966 ms to complete the IEEE 802.11X authentication protocol using MSP430F2370, and Cortex-M3, respectively. For the data protection protocol, ACE achieves a throughput of 10 and 55 Kbits/s on MSP430F2370 and Cortex-M3, respectively to encrypt and authenticate a plaintext of 1024 bits and an associated data of 128-bits. For generating a hash of 1024 bits message, the corresponding throughputs are 16 and 63 Kbits/s on MSP430F2370 and Cortex-M3, respectively. More details can be found in [13].

3.2 Comparison with current NIST standards

Comparison with AES-GCM. A fair comparison of ACE-\textcopyright\textregistered 128 with AES-GCM is hard unless both ciphers are implemented in the same technology. However, in ASICs, we believe that ACE-\textcopyright\textregistered 128 outperforms AES-GCM in area. This is because AES-GCM requires a 128-bit finite field multiplier which is generally expensive in ASICs.
Comparison with SHA2 and SHA3 hash functions. From a hardware perspective (specifically area), the hash functions SHA-2 [9] and SHA-3 [10] do not fit into the lightweight applications. The former uses modular addition in its round function which are too expensive in hardware while for the later the state size (1600 bits) is too large. Thus, it is unfair to compare SHA-2 and SHA-3 with ACE-\(H\)-256.

4 Tweaks

We propose no tweaks in the design of ACE. Our rationale is to keep the same number of rounds for both authenticated encryption and hashing functionalities to have a compact hardware implementation.
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